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Abstract: Current simulators lack the ability to accurately model integrated en-
vironments that encompass sea, air, and land. To address this gap, we introduce
Aerial-Aquatic Manipulators (AAM) in SEa, Air, and Land Simulator (SEALS),
a comprehensive and photorealistic simulator designed for AAMs to operate and
learn in these diverse environments. The development of AAM-SEALS tackles
several significant challenges, including the creation of integrated controllers for
flying, swimming, and manipulation, and the high-fidelity simulation of aerial dy-
namics and hydrodynamics leveraging particle physics. Our comprehensive evalu-
ation demonstrates that our AAM operates smoothly in the SEALS, reflecting pho-
torealistic transitions across air, water, and air-water interfaces. We quantitatively
demonstrate the benefits of particle-based hydrodynamics by comparing position-
tracking errors across different dynamic systems. AAM-SEALS promises to bene-
fit a broad range of robotics communities, including robot learning, aerial robotics,
underwater robotics, mobile manipulation, and robotic simulators. We will open-
source our code and data to foster the advancement of research in these fields.
Demonstration videos can be accessed through this anonymous Google Drive link:
https://shorturl.at/0VAVm

Keywords: Aerial-Aquatic Manipulators, Photo-realistic Robotics Simulators

1 Introduction

Mobile manipulation is a crucial and rapidly advancing field in robotics, offering the potential to rev-
olutionize various industries by enabling robots to interact with and manipulate their environments.
This capability is especially valuable in scenarios that are tedious, hazardous, or challenging for hu-
mans. Despite its significance, current research has focused predominantly on mobile manipulation
in isolated environments – either in the sea, air, or on land. For instance, aerial manipulation involves
robots performing tasks while flying, underwater manipulation focuses on submersible robots oper-
ating in aquatic environments, and ground-based mobile manipulation deals with robots navigating
and interacting on terrestrial surfaces.

However, many real-world applications require robots to operate seamlessly across different envi-
ronments. For instance, an ideal robotic system for search and rescue missions might need to take
off from the ground and navigate through the air for most of the journey, before diving into water to
reach and assist victims efficiently. This necessitates mobile manipulators capable of transitioning
and functioning effectively across water, air, and land boundaries, as illustrated in Fig. 1.

To address this need, we propose a novel class of robots called Aerial-Aquatic Manipulators
(AAMs). AAMs combine the capabilities of aerial manipulators [1, 2, 3, 4, 5], underwater ma-
nipulators [6, 7, 8, 9, 10], and aerial-aquatic quadrotors [11, 12, 13, 14, 15]. Our AAMs have unique
advantages, such as the ability to navigate large areas efficiently and adaptively select the safest or
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Figure 1: Aerial-Aquatic Manipulators: Demonstrating a wide range of critical applications that
leverage their unique capabilities across sea, air, and land environments

most efficient path. For instance, an AAM can fly out of a debris-filled water area, travel through
the air to a new location, and then re-enter the water to reach a target area.

The design and construction of such advanced robots poses significant challenges. Directly develop-
ing a physical AAM is complex and expensive, involving intricate designs for sensors, mechanics,
morphologies, kinematics, and robot-environment interactions. To mitigate these risks and costs,
we first propose developing AAMs within a high-fidelity simulation environment. This approach
allows us to validate our designs and refine them iteratively, enabling testing, evaluation, validation,
and verification (TEVV) before physical implementation.

In this paper, we introduce AAM-SEALS, a comprehensive and photorealistic simulator built on
top of NVIDIA Isaac Sim [16]. AAM-SEALS enables Aerial-Aquatic Manipulators (AAMs) to
operate and learn in integrated environments that encompass sea, air, and land (SEALS). Devel-
oping AAM-SEALS involved addressing several significant challenges, including the creation of
integrated controllers for both flight and manipulation, as well as the high-fidelity simulation of
aerial dynamics and hydrodynamics using particle physics [17, 18, 19, 20]. Particle-based hydro-
dynamics directly models fluids as a set of particles that interact with and constrain each other and
surrounding objects, enabling the simulation of complex fluid dynamics and object-fluid interac-
tions. This approach aligns with our goal of enabling AAMs to operate effectively in free-surface
flows [21, 22].

We comprehensively evaluate our AAM-SEALS system across various aspects. Firstly, we show-
case the teleoperation prowess of our AAM within the SEALS environment. Secondly, we conduct
a quantitative comparison between the hydrodynamics of our SEALS, employing particle physics,
and the conventional rigid body hydrodynamics used in the cutting-edge photorealistic underwa-
ter simulator, UNav-Sim [23]. This comparison entails analyzing position tracking and discerning
photo-realism disparities, thus demonstrating the high-fidelity and photorealistic fluid simulations
achievable with SEALS. Third, we demonstrate the potential of using AAM-SEALS for robot learn-
ing by conducting visual reinforcement learning experiments.

Our contributions are threefold. First, we introduce a novel class of robots, Aerial-Aquatic Ma-
nipulators (AAMs), capable of performing a wide range of highly valuable applications. Secondly,
we develop a photorealistic, high-fidelity simulation environment tailored specifically for AAMs.
Lastly, we demonstrate the effectiveness of our AAM and SEALS by successfully teleoperating
our AAM to perform long-horizon mobile manipulation tasks and conducting visual reinforcement
learning within our SEALS simulator.

2



2 Related Work
Aerial-Aquatic Quadrotors: The development of hybrid aerial-aquatic quadrotors has recently
gained significant interest due to the popularity of quadrotors and the broad needs of tasks such
as filming and aerial-aquatic environmental monitoring. Tan and Chen [12] developed a morphable
aerial-aquatic quadrotor with symmetric thrust vectoring to adapt thrust direction for optimal perfor-
mance in both air and water. They further explored this concept by integrating multi-rotors to refine
propulsion systems and mechanical design [11]. Alzu’bi et al. [2] introduced the Loon Copter, a
hybrid vehicle with active buoyancy control for smooth transitions between air and water, suitable
for underwater exploration and environmental monitoring. Wu et al. [13] demonstrated a tandem
dual rotor aerial-aquatic vehicle focusing on efficient propulsion and maneuverability. Liu et al. [15]
advanced the field with the TJ-FlyingFish, which features tilt-able propulsion units for improved sta-
bility and control in both environments. These works collectively highlight significant progress in
hybrid aerial-aquatic vehicles, showcasing innovative approaches to overcome the unique challenges
of operating in both air and water. However, they have not considered the addition of manipulators
which would drastically enlarge the number of tasks, and effective simulation tools are essential for
the further development and testing of these hybrid systems.

Photorealistic Aerial or Underwater Simulators: Simulation environments are crucial for both
gathering data and fostering the acquisition of new capabilities by robots. Advanced aerial robotics
simulators such as Pegasus [24], built on IsaacSim [16], and AirSim [25] provide high-fidelity ren-
dering. However, simulating underwater environments presents greater challenges. Recent advances
have targeted complex underwater environments and maritime scenarios. For example, Zwilgmeyer
et al. [26] use Blender to generate underwater datasets, while platforms such as UUV Simulator [27]
and UWSim [28] model underwater physics and sensors. Despite their progress, these efforts have
been discontinued. DAVE [29] seeks to bridge this gap but struggles with rendering limitations.

More recent simulators such as HoloOcean [30], MARUS [31], and UNav-Sim [23] have improved
rendering realism but still struggle to simulate complex free-space fluids and object-water interac-
tions without using particle physics. AuqaSim [32] focuses on near-water tasks, but lacks drone
simulation above the water. Many simulators built on Unreal Engine face modifiability challenges
and often do not release their original project files. ChatSim [33] integrates ChatGPT with Oyster-
Sim [34], enabling easy modifications of the simulated environment and generating photorealistic
underwater settings. However, these simulators mainly address deep underwater tasks and often
neglect aerial parts and air-water transitions.

3 Aerial-Aquatic Manipulator (AAM)
3.1 AAM Dynamics Modeling

Figure 2: Schematic of a representa-
tive Aerial Aquatic Manipulator.

Aerial-Aquatic Manipulation is a novel concept introduced
in this work, promising to open a new field of research. The
general modeling of Aerial Aquatic Manipulators (AAMs)
involves a cross-medium drone platform with n thrusters
T1...Tn, a manipulator with m degrees of freedom (DoF),
and a multi-finger gripper. For simplicity, we use a repre-
sentative example of an AAM consisting of an aerial-aquatic quadrotor with four thrusters, a manip-
ulator with three DoF, and a three-finger gripper. The quadrotor is chosen for its widespread use and
robust performance in tasks such as object retrieval and handling. The manipulator’s design enables
precise and versatile operations, making it adaptable to a range of environments and tasks.

This AAM model is versatile and can be adapted to other aerial-aquatic platforms, such as hexa-
copters, or systems with different manipulator configurations and grippers, with minimal modifica-
tions. Our AAM serves as a prime example, and the simulator SEALS (discussed in Sec. 4) has been
developed to allow researchers to test and refine various AAM designs with reduced costs and risks.
We also included a guideline for future researchers to create their customized AAMs in Appendix. E.
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The AAM’s simulation follows the conventions outlined in the Isaac Sim simulator. Isaac Sim em-
ploys a right-handed rule convention where the Z-axis of the inertial frame points upwards, and the
Y-axis is aligned with true North, adhering to the East-North-Up (ENU) coordinate system. For the
vehicle’s body frame, a front-left-up (FLU) convention is adopted. [24] This standardized coordi-
nate system facilitates the integration and simulation of AAM’s movements and operations within
the virtual environment, ensuring consistency and accuracy in control and navigation algorithms.

In Fig. 3.1., the coordinate frame of inertial is denoted with CI : {XI , YI , ZI} with the Origin OI ,
while the coordinate frame of the body is denoted with CB : {XB , YB , ZB} with the Origin OB

indicating the center of mass of AAM.

The angular velocity can be expressed as:

ω̇ = J−1(τ − ω × Jω) (1)

where, J is the inertia tensor for vehicle expressed in CB , ω denotes the angular velocity of CB

with respect to CI expressed in CB , τ denotes the total torque from each rotor. Following a recent
work by Jacinto et al. (2023) [24], we can compute τ by multiplying the forces of individual rotors,
represented as the vector F = [F1, . . . , FN ], with an allocation matrix A:

τ = AF (2)

where the allocation matrix A is computed based on the quadrotor parameters including the arm
length and rotor positions. We will define A in the following section.

However, most of the work on drone control assumes a fixed center of gravity (CoG), which cannot
satisfy our needs of aerial manipulation. We now explain our improvements to handle dynamic
changes of CoG in the next subsection, Sec. 3.2.

The dynamics of a 3-DoF manipulator is shown in Eq. 3 (essentially a kinematic equation). The
kinematic equation connects how the joints move (joint velocities q̇) to how the end of the robot
moves (end-effector velocities ẋ). It uses a Jacobian matrix (J(q)) to calculate these velocities. The
manipulator motion is determined using inverse kinematics, allowing the calculation of the joint
velocities q̇ required to achieve the desired end-effector velocity ẋ.

ẋ = J(q)q̇ (3)

where ẋ is the end-effector velocity, q̇ is the joint velocity, and J(q) is the Jacobian matrix.

3.2 Handling the Change of Center of Gravity (CoG)

In our simulator, we handle dynamic changes in the center of gravity (CoG) of the quadcopter by
continuously updating the allocation matrix at each time step. Therefore, our unique design of the
allocation matrix A becomes:

A =

 kT1 kT2 · · · kTn

(y1 − yCoG)kT1 (y2 − yCoG)kT2 · · · (yn − yCoG)kTn

−(x1 − xCoG)kT1 −(x2 − xCoG)kT2 · · · −(xn − xCoG)kTn

kR1d1 kR2d2 · · · kRndn

 (4)

where kTi is the thrust coefficient of the i-th rotor, xi and yi are the coordinates of the i-th rotor
relative to the body frame, kRi is the rolling moment coefficient, di represents the rotor’s rotational
direction, and xCoG, yCoG are the coordinates of the center of gravity and will be updated per step1.

To obtain the required rotor angular velocities ω, the inverse of the allocation matrix A−1 is calcu-
lated and applied to the vector of desired force and torques [F, τx, τy, τz]T :

1While in this work xCoG and yCoG are obtained from our simulator, we are aware of methods that can
estimate xCoG and yCoG in real world, such as [35, 36]. That said, developing on-line parameter estimators for
aerial manipulation is still an open problem, and such features can be added in the future version of this work.
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ω2 = A−1

F
τx
τy
τz

 (5)

The squared angular velocities ω2 are then processed to ensure they are non-negative, followed by
normalization if any value exceeds the maximum permissible squared velocity. Finally, taking the
square root of these values gives the rotor angular velocities in radians per second.

This dynamic adjustment ensures that our simulator accurately reflects the quadcopter’s behavior as
its CoG shifts due to varying payloads or changes in configuration, maintaining precise control and
stability throughout its operation.

3.3 Control Development

The block diagram showing the AAM control system is presented in Fig. 3. The desired velocity
and the desired joint angles for the quadrotor and manipulator, respectively, are calculated using the
PID (Proportional-Integral-Derivative) and PD (Proportional-Derivative) controllers.

A PID controller was designed to regulate the velocity state of the drone, drawing inspiration from
the work presented in [37]. The performance of the PID controller indicated relatively good attitude
stabilization. Equ. 6. was employed to compute the control force using the PID controller for the
quadrotor. This force was then allocated to individual rotors to determine their respective angular
velocities, as mentioned in Sec. 3.1 and similar to this work [37].
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Manipulator
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+

+
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Figure 3: Block diagram of controller for AAM

F = KpEp +KdEd +KiEi + [0, 0,m1g] +m1aref1 (6)

where

• F is the force for Quadrotor.
• KpEp is the Proportional term of PID Controller. Kp is the Proportional Gain and Ep =
v − vref , is an error between drone velocity(v) and desired or reference velocity(vref ).

• KdEd is the Derivative term of PID Controller. Kd is the Derivative Gain and Ed =
(v−vprev)/dt−aref1 , is an error between drone acceleration ((v−vprev)/dt) and desired
or reference acceleration(aref1), and dt is the time step.

• KiEi is the Integral term of PID Controller. Ki is the Integral Gain and Ei is the cumulative
summation of Ep at each time step.

• [0, 0,m1g] is the gravitational force acting on the quadrotor.
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• m1aref1 is the force acting on the quadrotor, where m1 is the mass of the quadrotor, and
aref1 is the reference acceleration, which is the desired acceleration of the quadrotor.

• Dimensions for v, vref , and aref1 represent the x, y, z directions in 3D space, denoted as
R3.

The manipulator joints are controlled using the PD controller described by Equ. 7. The function
‘set dof target pos()’, in Isaac Sim, is employed to define the target joint angle positions for the
manipulator, which calculates the desired velocity and angle for the manipulator.

Fm = Km
p Em

p +Km
d Em

d (7)
where

• Fm is the force applied to a manipulator joint.
• Km

p Em
p is the proportional term of the PD controller, where Km

p proportional gain of the
joint and Em

p = xref −x is the error between the desired (reference) angular position xref

and the current angular position x of the joint.
• Km

d Em
d is the derivative term of the PD controller, where Kmd is the Derivative Gain and

Em
d = (x−xprev)/dt, with xprev being the previous angular position and dt the time step.

4 SEa, Air, and Lands Simulator (SEALS)
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Figure 4: Overview of our SEa, Air, and Lands Simulator (SEALS).

4.1 Aerodynamics Development

Similar to the approach adopted by Jacinto et al. in [24], a simplified linear drag force model is
employed to represent the aerodynamic effects that act on the drone. The influence of this linear
drag force on our AAM can be expressed using the following equation (Equation 8):

Fd = cv (8)

where:

• Fd denotes the drag force with units of N (dimension R3).

• v = [ẋ ẏ ż]T represents the linear velocity of the body frame (FB) with respect to the
world frame (FI ).

• c is a constant vector with units of N/(m/s) (dimension R3), representing the drag coeffi-
cient dependent on the velocity acting on the body along each axis. Each element of c lies
within the range [0, 1).

4.2 Underwater Dynamics Development

One of the most challenging aspects of building a high-fidelity simulator that features an underwater
domain is accurately modeling hydrodynamics and hydrostatics. Water particles behave in complex,
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often unpredictable, movement and collision. As such, modeling the forces acting in resistance to
underwater motion of a rigid body cannot be accurately calculated by rigid body hydrodynamic
equations as used in simulators such as MARUS [31] and UNav-Sim [23] across various underwater
environments. To increase the fidelity of the underwater simulation, smoothed particle hydrody-
namics (SPH) [38] has been used to simulate the behaviors of individual fluid particles and how
they interact with each other and the environment. This method is particularly viable for repre-
senting complex fluid interactions such as oceanography, currents, waves, and boundary conditions
concerning hydrodynamics [17, 39, 40]. In addition, there are a variety of applications in which
SPH excels, including computational biology [41], simulation of underwater landslides [40], and
modeling of ice formations in a sea [42].

The variety of useful and high-fidelity applications of SPH makes it an attractive choice to model
hydrodynamics for SEALS, but there are some core stability and computational issues, as noted by
Macklin and Müller [20]. To address this, Macklin and Müller introduced a method titled position-
based dynamics (PBD). This technique incorporates SPH, but introduces a constant density con-
straint that enforces particle incompressibility, allowing for longer timesteps in calculation and better
performance when scaled [20, 43]. It is for these reasons that we chose Isaac Sim’s PhysX engine
to simulate high-fidelity hydrodynamics using PBD [19]. This system gives SEAL a strong and
cutting-edge balance of realistic dynamics, breadth of application, and computational efficiency, all
of which will only increase as hardware improves. We have included an overview of the hydrody-
namics in Appendix. B.

4.3 Simulation Realism

The underwater part of our SEALS has the unique feature of enhancing realism as follows.

Realistic Air-Water Transition:

Our SEALS system uses particle-based hydrodynamics to achieve highly realistic air-water transi-
tions, capturing both dynamic interactions and detailed rendering. As discussed in Appendix B, this
approach simulates cohesion and surface tension, allowing realistic interactions between fluid and
solid surfaces. Grounded in solid theoretical principles, we observe that particle-based hydrodynam-
ics in SEALS effectively simulate water splashes when the AAM impacts the water and damping
effects as it transitions from air to water. Figure 10 illustrates the splash of water, while the damping
effect is demonstrated by deactivating the AAM’s thrusters and allowing it to descend into the water
under gravity. This effect causes a sudden change in acceleration as the AAM enters the water. Due
to disturbances in the surface of natural water, such as wind-induced waves, the AAM loses the
balance it maintains in the air once it submerges. For a detailed demonstration, please refer to the
accompanying video: https://shorturl.at/XG9Cr

Light Attenuation:

Light attenuation in water refers to the gradual reduction in the intensity of light as it travels through
water. This phenomenon occurs as a result of the absorption and scattering of light by water
molecules and suspended particles. Different wavelengths of light are absorbed at varying rates,
with longer wavelengths like red being absorbed more quickly, while shorter wavelengths like blue
penetrate deeper. This results in objects appearing bluer and more blurred as they move farther away
from the observer.

(simulation step, 1 step = 1/60 second)

Figure 5: Visual representations of light attenuation when the robot dives deeper.
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Original Underwater Environment With Wavelength Absorption in Water With Light Scattering (Caustics) in Water 

Figure 6: Visual representations of an underwater environment illustrating the effects of wavelength
absorption, and light scattering (caustics).

In addition to absorption, light scattering, often observed as caustics, occurs when light rays bend
and disperse as they pass through varying densities in the water, creating intricate patterns of light
and shadow on underwater surfaces. As a result of these effects, objects appear less bright and can
even change color as they move further away from the light source in underwater environments.

Our SEALS system supports these features to further enhance realism beyond what is offered by
Isaac Sim. As a result, objects appear less bright and can even change color as they move further
away from the light source in underwater environments. Our SEALS supports such features to
further enhance realism over Isaac Sim. Fig. 5 shows the control of light intensity with respect to
water depth, while Fig. 6 shows the light absorption effects and the light scattering (caustics) effects.

Realistic Wave-Drone Interaction:

The causes of ocean waves are diverse and winds can also vary significantly. While wind is the
primary driver, generating waves by transferring energy to the water’s surface, other factors also
play a role. Seismic activity, such as underwater earthquakes, volcanic eruptions, or landslides,
can produce tsunamis that may reach heights exceeding 100 feet (30 meters) in extreme cases.
Additionally, the gravitational pull of the moon and sun creates tidal waves, which are typically
more gradual and predictable compared to wind-driven waves and tsunamis. Therefore, simulating
water waves in a controllable way is an important feature of our SEALS to enhance realism.

In this demo video: https://shorturl.at/aT8yf, we showcase an AAM in free fall that is
unexpectedly struck by an ocean wave. The sudden shifts in acceleration caused by the wave impact
are quantitatively illustrated in Fig. 12.

Realistic Aquatic Animals:

While most photorealistic simulators focus primarily on sensory realism, our SEALS system is the
first to also emphasize the realistic simulation of environmental animal behavior. We have metic-
ulously developed detailed meshes and kinematic models of aquatic animals, such as crabs and
sea spiders, and equipped them with controllers that facilitate robot learning for developing control
policies, as shown in Fig. 7 and 8.

Figure 7: Visual representations of a simulated crab slowly walking on a sea floor.
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Figure 8: Video frames that show a simulated sea spider caught by our Aerial-Aquatic Manipulator.

This behavioral realism is crucial for practical applications in in-land aquaculture assistance, marine
biology sampling, and fish farming, as shown in Fig.1. By creating digital replicas of real-world
animals, SEALS allows for more realistic and effective training of the Aerial-Aquatic Manipula-
tor (AAM). However, achieving realistic aquatic animal simulations is challenging, requiring the
construction of detailed meshes, accurate segmentation into parts, precise joint definitions to enable
realistic movements, and the integration of joint controllers with reinforcement learning to develop
control policies. We provide guidelines in Appendix D on how we accomplished this.

4.4 Sensors and Perceptual Modalities for Robots

In this initial version of AAM-SEALS, We implemented the following sensors.

Bottom Camera, DepthBottom Camera, RGBAAM’s Cameras Front Camera, RGB

Figure 9: Camera positions (red, green, and blue arrows are X, Y, and Z axes, respectively) and
views of the cameras

Contact Sensor: This sensor detects physical contact between the gripper attached to drone manip-
ulator and other rigid bodies in the environment. When a force exceeding a predefined threshold is
applied to the body where the sensor is attached, the sensor transmits a signal indicating contact. The
Contact Sensor extension utilizes the PhysX Contact Report API to generate a reading comparable
to real-world contact cells or pressure sensors. For this experiment, contact sensors were positioned
at each gripper fingertip.

Camera Sensors: The drone is equipped with two RGB-Depth camera sensors, as depicted in Fig. 9.
The first is a front-facing camera mounted on the side of the drone, providing a forward view. The
second is a downward-facing camera located on the belly near the edge of the drone, designed to
capture a view with maximum overlap of the manipulator workspace.

4.5 Control Interfaces to Robots

The control interface between Reinforcement Learning and the Isaac Simulator involves a system
in which the application sends commands for quadrotor velocity, joint angles, and gripper action
to the Actions module. These actions are managed by the Controller module, which includes a
PID Controller for quadrotor velocity, a PD Controller for manipulator joint angles as mentioned in
Sec. 3.3, and a gripper command module. The PID Controller calculates the quadrotor’s velocity,
simulates the drone dynamics, converts force on the drone into rotor forces using the Allocation
Matrix, and calculates rotor torques. The PD Controller manages the manipulator dynamics by
determining joint angles, while the gripper command controls the open/close actions. These outputs
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are sent to the Drone Dynamics and Manipulator Dynamics models, which process the physical
behavior of the drone and manipulator. Finally, the results are sent to the NVIDIA Isaac Sim,
enabling real-time simulation and control of the drone and manipulator.

5 Evaluation

Our AAM-SEALS system includes both the robot and the simulator, guiding our evaluation to ad-
dress the following questions:

1. Can our AAM be teleoperated to both navigate and manipulate effectively?

2. How accurately can the AAM follow a predefined trajectory?

3. Does the particle-based fluid dynamics in our SEALS provide high-fidelity simulations?

4. Is AAM-SEALS suitable for robot learning?

To address these questions, our evaluation focuses on both control and learning aspects. Specifically,
we use our teleoperation system to collect several trajectories and replay them in AAM-SEALS. To
quantitatively assess the fidelity of particle-based underwater dynamics, we implemented position-
based water dynamics from the recently published photorealistic underwater simulator, UNav-Sim
[23]. We then compute position tracking and compare between particle-based and position-based
dynamics, thus addressing Questions 1, 2, and 3. Additionally, we conducted visual reinforcement
learning experiments to answer question 4.

5.1 Teleoperation

In Fig. 10, we demonstrate the teleoperation capability of our AAM within the SEALS simulator,
showcasing its ability to fly into and out of water. The figure highlights the realistic water splashes
generated by the interaction between the AAM and the water surface.

Front Camera, RGB Bottom Camera, DepthBottom Camera, RGBCameras

Figure 10: Teleoperated demonstration showcasing the Aerial-Aquatic Manipulator (AAM) seam-
lessly transitioning between air and water, creating dynamic and visually striking water splashes.

5.2 Particle-based Hydrodynamics

Given the complexities of achieving high-fidelity hydrodynamics, it is crucial to validate the quality
of our simulations. As detailed in Sec. 4.2, our simulator utilizes position-based dynamics to model
the interactions between water particles and rigid bodies. This approach contrasts sharply with
systems that rely on motion equations to apply forces directly to rigid bodies, such as those used in
the state-of-the-art underwater simulator UNav-Sim [23]. We refer to the approach used in UNav-
Sim as rigid-body hydrodynamics.

We evaluate the dynamic performance of the AAM in SEALS from two key perspectives: 1) air-
water transition, 2) waves-AAM interaction, and 3) underwater behavior. To quantitatively assess
the air-water transition and waves-AAM interaction dynamics, we disabled the AAM’s thrusters
and allowed it to fall freely from the air into the water. We recorded the changes in the AAM’s
acceleration over time, as shown in Fig. 11, which clearly demonstrates a sudden shift in acceleration
at the moment the AAM enters the water, caused by water damping effects.
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(simulation step, 1 step = 1/60 second)

Figure 11: Plot of acceleration along z-direction over time while AAM falls freely from the air into
the water.

Likewise, the Fig. 12 shows drastic shifts in accelerations along x, y, and z directions at the moment
when AAM was hit by an ocean wave.

X-Direction Acceleration Y-Direction Acceleration Z-Direction Acceleration

Figure 12: Plot of acceleration along x, y, and z directions over time while AAM falls freely from
the air and gets hit by a wave.

To quantitatively evaluate the underwater dynamics, we ran the AAM along the same trajectory in
three different environments: aerodynamic, position-based hydrodynamics, and UNav-Sim’s rigid-
body hydrodynamics. Given that UNav-Sim is a state-of-the-art underwater simulator, we would
expect the position tracking in our simulator to closely resemble that of UNav-Sim’s hydrodynamics.
The environment with aerodynamic dynamics serves as a critical reference for this comparison.
The position tracking results, shown in Fig. 13, indicate that at low velocities, our position-based
dynamics (PBD) closely aligns with the behavior of the recently published UNav-Sim’s rigid-body
hydrodynamics, while differing significantly from the aerodynamic environment, as highlighted in
the red rectangles. This comparison demonstrates that our hydrodynamics simulation is both similar
to UNav-Sim’s and distinctly different from the aerodynamic environment, underscoring the validity
and accuracy of our hydrodynamics model.
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Figure 13: Position tracking of the trajectory after executing the same path across three different
dynamic environments: aerodynamics, position-based hydrodynamics (in our SEALS), and UNav-
Sim’s hydrodynamics.

However, the visual demonstration of the AAM running in UNav-Sim’s rigid-body hydrodynamics,
shown in Fig. 14, , lacks the visual effects during air-water transitions. In contrast, our particle-based
hydrodynamics, as illustrated in Fig. 10, captures these transitions with striking realism. The dif-
ference highlights the superior photorealism achieved with position-based dynamics. Thus, overall,
position-based hydrodynamics offers better performance.

Figure 14: Air-Water Transition in an environment using UNav-Sim’s Rigid-Body Hydrodynamics,
which lacks realistic water splash effects.

5.3 Visual Reinforcement Learning Evaluation

We applied the Soft Actor-Critic algorithm [44], a robust reinforcement learning (RL) method for
continuous control, to train our AAM in the SEALS environment to reach objects such as crabs in
Fig. 9, using distance-based rewards. The observation space included two 128 x 128 RGB images
from the front and bottom cameras on the AAM (resulting in six channels in total) and the global
poses of the AAM and the target object. The cumulative average rewards over the past 100 episodes,
shown in Fig. 8, indicate that the reinforcement learning converges. For more detailed robot learning
results, please refer to Appendix C.

6 Conclusion

steps
Figure 15: Visual reinforcement
learning results

Our work makes significant contributions to the field of
robotics by introducing a new class of robots, Aerial-Aquatic
Manipulators (AAMs), and developing the first high-fidelity
simulator that integrates sea, air, and land environments.
The unique benefits of this work include enabling AAMs
to seamlessly transition between different environments and
perform complex tasks that require multi-terrain capabilities.

Limitations: While our research presents a robust simula-
tion environment, we acknowledge the limitation of not be-
ing able to verify the Sim2Real transfer fully. Developing
a physical AAM involves substantial research efforts that
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could constitute a separate study. In essence, building phys-
ical and simulated AAMs presents a chicken-and-egg prob-
lem, where the development of physical and simulated AAMs influences each other. However, it’s
important to note that many highly regarded works that develop expensive photorealistic simulators,
such as [45, 46, 47, 48, 23, 49], do not include physical robot experiments due to the significant
challenges involved. Our AAM-SEALS distinguishes itself from these works by not only providing
a state-of-the-art simulation environment but also introducing a novel class of robots with carefully
designed morphology, kinematics, dynamics, and control systems. We believe AAM-SEALS opens
a broad avenue for future research efforts:

• Supporting the Development of Physical AAMs: Leveraging AAM-SEALS to aid in the devel-
opment of physical AAMs is an ongoing project. This simulator will provide critical insights and
validation before constructing physical prototypes.

• Modeling Power Depletion Effects: Future versions of AAM-SEALS could incorporate the im-
pact of battery depletion on motors, control systems, and planning, as exemplified in [50]. This
addition would enhance the realism and practical utility of the simulations, allowing for more
accurate modeling of how power limitations affect AAM performance.

• Enhanced Manipulation: Attaching a second manipulator to the AAM and exploring the result-
ing novel opportunities within AAM-SEALS could significantly expand the robot’s capabilities.

• Efficient Simulation: Simulating particle physics is computationally expensive. Future research
could focus on developing a hierarchical simulation approach, where high-resolution simulations
are limited to the local region around the AAM. This localized high-resolution simulation would
be informed by an outer, lower-resolution simulation that incorporates broader environmental fac-
tors such as temperature, depth, and ocean flow.
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This appendix aims to address potential concerns and questions detailed in Appendix. A, provide
further details on position-based dynamics in Appendix. B, elaborate on AAM dynamics and control
in Appendix. ??, and discuss additional experiments in Appendix. C.

In our supplemental video, we showcase several aerial-aquatic trajectories used to complete various
tasks. Due to hardware constraints and the high cost of running liquid simulations, reinforcement
learning in aerial-aquatic environments is notably slow. Consequently, we will add more demon-
stration videos to the anonymous Google Drive: https://drive.google.com/drive/folders/
1ghE0sFIZ1hNrTdV5EBSUGiNVyWthGjrN?usp=sharing

Appendix A Potential Questions and Our Answers

In this section, we aim to address potential concerns and questions and hope to clear any doubts or
uncertainties that may arise.

You mentioned that your SEALS is based on Isaac Sim, while the AAM control is based on
Pegasus. Can you specify your unique contribution?

To the best of our knowledge, there currently exists no high-fidelity simulator capable of effectively
modeling movement both underwater and in the air. Although position-based dynamics [19, 20, 18]
incorporated in the powerful NVIDIA Isaac Sim framework2 seems promising, their application
in the development of a high-fidelity underwater robotics simulator in fluids of free space has not
yet been explored. Additionally, adapting these dynamics to support motion across both aerial and
aquatic mediums, including quadcopter dynamics, presents further challenges. Our initial attempt
to create such a simulator required significant effort.

To determine the suitability of leveraging position-based dynamics, one of our major tasks was
to integrate traditional rigid-body-based hydrodynamics, as used in the cutting-edge photorealistic
simulator UNav-Sim, into the Isaac Sim framework (specifically AAM-SEALS) alongside position-
based hydrodynamics. This integration is non-trivial and allows us to compare the two hydrody-
namics models, providing valuable insights.

The application of the control design from [37] to AAM control is also not straightforward, as it
is designed solely for aerial robotics to generate trajectories, without manipulators or underwater
environments. Our AAM-SEALS adapted the control logic from Pegasus [24] by incorporating ma-
nipulator control. We specifically tailored our design for the morphology, kinematics, sensing, and
control of our AAM, featuring a thinner arm, a three-finger gripper, and two RGB-Depth cameras
(one looking ahead and one looking down) for aerial-aquatic manipulation tasks.

Our final contribution is a comprehensive evaluation of both the robot and the simulator, including
applications in visual reinforcement learning (RL).

Is there a weakness in not including experiments on Physical AAMs?

We strongly believe that the development of AAM-SEALS already constitutes a significant work-
load, and adding research and development of the first physical AAM would far exceed the typical
workload for a top conference paper. It is also worth noting that many other papers on photorealistic
robotics simulators, such as [47, 48], do not include physical robot experiments.

What’s the action space and reward function for the RL?

Please refer to Appendix. C for details.

Could you explain more regarding position-based hydrodynamics?

Please refer to the Appendix. B.

Where can I find the description of manipulator modeling in Sec 3.1 AAM Dynamics Model-
ing? Also, what does the expression Ei+ = Ep mean in Sec. 3.3 Control Development?

2https://developer.nvidia.com/isaac/sim

18

https://drive.google.com/drive/folders/1ghE0sFIZ1hNrTdV5EBSUGiNVyWthGjrN?usp=sharing
https://drive.google.com/drive/folders/1ghE0sFIZ1hNrTdV5EBSUGiNVyWthGjrN?usp=sharing


Please refer to the Appendix. ?? for details.

So far, the demonstration of underwater manipulation by the AAM has been limited.

Please refer to Fig. 16 and our supplemental video for a detailed demonstration of the AAM grasping
objects underwater.

Figure 16: Video frames showcasing the object being grasped underwater by our AAM
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How many trajectories did you collect for evaluating the position-tracking error?

We collected 10 trajectories and believe this is sufficient to demonstrate the position-tracking error
between dynamics systems. With 10 trajectories we could capture a fairly representative sample of
directions, magnitudes, and sequences of actions. In addition, most of the trajectories were evaluated
at more than 700 time points, meaning the 10 collected trajectories hold a large amount of evaluative
data. The results of all 10 trajectories follow the trends presented in Sec. 5.2 of the paper, as shown
in Fig. 17.

Figure 17: Dynamics trajectory comparisons across all 10 collected trajectories

Appendix B Preliminary Knowledge on Position-Based Dynamics

In the paper, the fluid simulation method uses the position-based dynamics (PBD) approach ([19, 20,
18]), which is closely related to the smoothed particle hydrodynamics (SPH) explained in [38, 51,
17, 40]. SPH is a well-known method that computes density and forces based on particle method for
fluid simulation. However, SPH is sensitive to density fluctuations due to neighborhood deficiencies,
and enforcing incompressibility is computationally expensive due to the unstructured nature of the
model. SPH algorithms often become unstable if particles do not have enough neighbors for accurate
density estimates. Typically, stability in SPH is maintained by taking sufficiently small time steps
or using many particles, both of which increase computational costs.

In contrast, PBD improves upon these limitations by directly manipulating particle positions to
satisfy physical constraints, specifically a density constraint given by:

20



C(x1, ..., xn) =
ρi
ρ0

− 1 ≤ 0 (9)

where ρi is the density at particle i and ρ0 is the rest density of the fluid. This ensures that particles
maintain a proper distance from each other, effectively preventing clustering. PBD benefits from
unconditionally stable time integration and robustness, making it popular with game developers and
filmmakers. By addressing particle deficiencies at free surfaces and handling large density errors,
PBD allows users to trade incompressibility for performance while remaining stable.

The PBD method also integrates additional effects such as cohesion and surface tension by adopting
models such as those proposed by Akinci et al. (2013) [52]. For fluid-solid coupling, boundary
particles are used to compute pressure forces between fluid and solid surfaces, ensuring accurate
interactions. In the work [18], the density estimation for fluid particles includes contributions from
both fluid and solid particles, represented as:

ρi =
∑
j

mjW (xi − xj , h) (10)

where mj is the mass of particle j, W is the smoothing kernel, h is width of the smoothing kernel
W , and xi − xj is the distance between particles i and j. This approach could then improved
to a mass-weighted version of position-based dynamics as proposed in the unified position-based
dynamics work [19]:

ρi =
∑
fluid

mjW (xi − xj , h) + s
∑
solid

mjW (xi − xj , h) (11)

where a parameter s is introduced to account for the differing densities, which allows for the realistic
simulation of buoyancy and sinking behaviors of objects with different densities.

Appendix C Additional Reinforcement Learning Experiments

In this section, we report the settings and results of reinforcement learning using pose states.

State Space: Our state space includes the positions and orientations of both the object to be grasped
and our AAM. The state space also includes the velocities of our AAM along the x, y, and z direc-
tions.

Action Space: The action space in our framework is defined as a 3-tuple: [velocity x, velocity y,
velocity z], representing the AAM’s body movement with respect to the world frame. It is assumed
that once the AAM’s gripper reaches a desired position, there exists an engineered policy to auto-
matically close the fingers, grasp the object, and then ascend out of the water.

Termination Condition:

In our RL environments, termination conditions are designed to determine the success or failure of
an episode. Success is achieved when the AAM’s gripper reaches within a distance of 0.01 meters
of the target object.

Reward Function:

The reward function is defined on the basis of the distance between the AAM and the object, adjusted
with a height offset to ensure clearance for grasping. It categorizes distances into three regions:
outer (distance greater than 1 meter), inner (distance between 1 meter and dt), and success (distance
less than dt). Each region employs a different reward calculation to provide dense rewards instead of
sparse ones, with an added exponential growth factor to amplify the rewards as the AAM approaches
the object. The reward formulations for each region are as follows:

• Outer Region: r = exp(−d)

• Inner Region: r = 1
d
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• Success Region: r = 1000 1
dt

Here, d denotes the Euclidean distance between the AAM and the object, and dt is the distance
threshold below which the distance is considered a success. During our training, dt was set to
1× 10−2 meters.

To deter erratic behavior, penalty rewards are implemented for the RL agent. If the AAM’s velocity
surpasses a defined threshold, it incurs a penalty of -5. Furthermore, if the AAM achieves the success
condition but subsequently leaves the success region in a specified number of steps, it receives a
penalty equivalent to −1000 1

dt
. This penalty is intended to enforce stability and keep the AAM’s

gripper within the success region during operation.

C.1 Training Results

The reinforcement learning results are presented in Fig. 18, illustrating the mean of episode cumu-
lative rewards (ep rew mean) over steps, the success rate over steps, and the mean of episode length
(ep len mean) over steps.

Figure 18: Reinforcement Learning Results

C.2 Reinforcement Learning Hyperparameters

In this section, we provide the values of the crucial hyperparameters listed in Table 1.

Parameter Value
batch size 2048

total timesteps 10,000,000
Episode Length 1,000

distance threshold (dt) 10−2m
Isaac Sim physics simulation timestep (dt) 0.004

replay buffer size 1,000,000
learning rates for actor and critic 0.006

discount (γ) 0.99
exploration noise 0.1

minimal exploration noise 0
learning starts 100

number of hidden layers (all networks) 2
number of hidden units for layer 1 and 2 [256, 256]

nonlinearity ReLU
seeds 0

Table 1: Reinforcement Learning Hyperparameters
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Appendix D Modeling, Control, and Learning of Aquatic Animals

The crab mesh was created in Blender 3.3, where we used various mesh tools to sculpt the body,
legs, and claws of the crab into a detailed and realistic model. Once the basic structure was complete,
we activated the Phobos extension [53], a powerful tool for robotics modeling. With Phobos, we
assigned joints to key parts of the crab, such as the leg bases and claw hinges, by selecting the cor-
responding mesh segments and establishing them as joints. We then linked these joints to simulate
natural movements, ensuring that each leg and claw could articulate correctly. Fig. 19 Careful nam-
ing and organization of components within Phobos allowed for a clean and manageable hierarchy,
which is essential for future robotics applications. Finally, we exported the entire setup, including
joints and links, in URDF format using the Phobos export function, making the crab model ready for
integration into the robotics simulation environment. To ensure everything worked as expected, we
loaded the URDF into an Isaac Sim and fine-tuned the model, checking that the crab’s movements
were accurately represented and adjusting any discrepancies.

Figure 19: Crab Mesh in Blender

After creating the URDF and meshes of the crab, we then need to model it and assign controllers
to joints. The crab model consists of 18 joints, resulting in a total of 18 degrees of freedom (DoF)
for the body. Managing such a high-DoF agent can be challenging, so we employed a reinforce-
ment learning (RL) based policy for control. The controller used for each joint is a position-based
controller, defined by the following equation:

F = Kd(Vd − current V) +Ks(Pd − current P)

Where:

• Kd is the damping coefficient,

• Ks is the stiffness coefficient,

• Vd is the desired velocity (typically set to 0),

• current V is the current velocity of the joint motion,

• Pd is the desired position (angular position in radians),

• current P is the current angular position of the joint.
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The reward function used in the RL approach is similar to the one described in Appendix C. The ob-
jective is for the robot to reach a fixed target position, with the robot spawning from different starting
positions each time. That said, future works could consider more advanced learning algorithms such
as goal-conditioned reinforcement learning and even adversarial multi-agent reinforcement learning
that can empower the crab with defensive strategies.

Appendix E Adding your Customized AAM

In this paper, we provide a high-level description how future researchers could create their own AAM
and load into our SEALS. We will release a detailed tutorial online once the paper gets accepted.

To include a different robot model in our simulator, you will need a .usd (Universal Scene Descrip-
tion) file of the robot. The process involves several steps:

1. Designing the Robot Model:

• Begin by designing the robot model in SolidWorks (a 3D CAD Design Software)
• Create the individual parts and assemble them, ensuring all joints and kinematic prop-

erties are accurately defined

2. Generating the Mesh Files and .urdf File:

• Create mesh files to represent the robot’s physical structure visually and geometrically
Note: These meshes provide a realistic appearance in the simulation and can be ex-

ported alongside the .urdf file
• Export these meshes alongside the .urdf (Unified Robot Description Format) file

Note: The .urdf file encapsulates the working joints, linkages, and their respective
constraints

3. Importing into Isaac Sim:

• Import the .urdf file into the Isaac Sim simulator
• Convert the .urdf file into a .usd (Universal Scene Description) file

Note: The .usd format is essential because it enables seamless integration and ma-
nipulation within the simulator, ensuring that all joints operate correctly and the
robot’s physical characteristics are preserved
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